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# Minimum Viable Product (MVP not most valuable player but Most Valuable Professional also):

1. Configuration page or pages (website) for diagramed use cases laid out, and including one “happy path” to drive forth the development from the front to the backend, this includes the paired unit test module in the event we have a regression to fix.
2. Data harvest module:
   1. One python module based on a python imitation of the data, this includes the paired unit test module in the event we have a regression to fix.
   2. One python module based on a completed, accessible, verified http data pipe time permitting, this includes the paired unit test module in the event we have a regression to fix.
3. Data module based on the use case model, this includes the paired unit test module in the event we have a regression to fix.

# Website Data Source (Data Driven) Strategy Steps:

1. Prepare a PYTHON-BASED reflection of this data model and provided by ONE defined “happy path” from the configuration website pages we will build for this conduit data pipeline via HTTP. This step is to provide a backup mechanism to show my working model during demo day as contingency plan.
2. Website source is via paid subscription ($19.95 per month) requires regular verification this bill is PAID, ACTIVE, that the paypal.com billing agreement is ACTIVE, and verify that it is ACCESSIBLE. This verification grants us personal and non-professional access under those terms so long as the service is running.
3. IFF the preceding steps are verified, then permission will be sought to build the remaining section of this HTTP pipe line later in the MS Project .mpp schedule as changes forth coming.
4. Begin construction of the primary data pipeline based on HTTP get, Xslt, and Xml. The service API does not expose HTTP soap protocol based web services except through the CSS styled Http layer human readable.

# Follow-Up Work (Out of Present Scope TODO):

1. Module/Test Module - Trade module configuration page
2. Module - Email template configuration html notice
3. Module/Test Module - Email alert notice generation
4. Module - Trade Execution Program/API
5. Test Module - Trade Execution Program/API

# Project Goal:

The goal of this project is to create a data harvest python program that is configurable and viewable through an external website to specifically apply execution settings for the data harvest python program, and be able to view what recently happened on the current trading session for the day for events. The second top level goal for this project is to execute trades in reaction to this financial data through the MetaTrader terminal using the language for that terminal.

# FX Alarm Final Project – Specific Modules

## Module - Interface with FX website Data Source

This module will be a bit easier for me now because some years back explored around how to take and record a precise user interactions and UX (user experiences) as a single use case with a webpage through a tool called a web test recorded in Selenium or the Web Performance Test in Visual Studio. This is meant to take each individual recording use case and produce that recorded interactions set as a specific unit test for a performance test or a load test server side.

For this module I will take such a recording to produce precisely the form post parameters required to:

1. Login to the website I will use as a data source,
2. Use the best means available that the current active session is still active and maintain that session, and
3. Logout when configured to or switched off.

There are two Python importable module able to do this either the bit more light weight requests module, or the Django module/project template itself – this is still to be determined also.

The only technical challenge currently foreseeable on this module is if the login or active session logic were to stop working – hence regularly checking this will be important. The website the module is interfacing with may become part of the secure credentials data table later in the data module.

## Test Module - Interface with FX website

Testing this module should be straight forward, but actual test criteria for this module is not yet determined as these requirements still may change depending on what module is imported to my website interface module to do this.

## Module - Xslt data harvest

This module will be responsible for doing the actual heavy lifting of gathering the html parse-able data through the use of a XSLT style sheet transform python object such as the lxml module or similar python, or language api. Needless to say my use of actual xslt is rusty at best, but I do remember well that certain tools provided by .NET or other open source tool are able to accept an html document of repeated document object model (DOM) embedded sheet data that repeats over and over again in the same pattern – can be gathered from the embedded html repeated markup through tag/element matching and extract the readable data to another form such as an internal data structure we have gone over like List or Dictionary in python. The data could also simply be written out to another source for safe keeping.

The tool I remembered using last was at the command line that accepted a sample XML or HTML marked up language document, and produced the associated best rules-matched stylesheet transform document such as >xsd.exe html\_data\_sample.html then outputted the document html\_data\_sample.xlt as the transform rules document.

The technical challenge for me in this module is that transforming the data a form I can use in python must be solved – how this is to take place is part of this module’s challenge.

## Test Module - Xslt data harvest module

The testing for this module is pretty clear also – access the website, gather the data based on configuration of what data to look for, and verify the expected data is in a form we can use with python and it’s associated modules.

As with the last module – this preliminary test plan is subject to change if the requirements or features of this module changes.

## Module - Data credentials and configuration

This module for sure will have to interface with Django API data classes for specific storage of:

1. My secure credentials,
2. the website that is the target of receiving data from,
3. the configuration of the data harvesting module about what and how to receive the data, and finally
4. the configuration of what and how the trade execution module will perform trades if that is implemented here.

The only current technical challenges with this module is overcoming any unforeseen problems in actually working with and learning the Django data access API layer through the classes it creates for me to work with.

## Test Module - Data credentials and configuration module

The test criteria of this module is if the data persisted to the database is actually there, and can be called on through the Django API data classes at any time.

## Module/Test Module - Data harvest configuration web page

This is one of two confirmed web pages of a website I will need in order to allow the user of this system to specifically configure the data harvest execution module. Please the power point slide to show how this interaction should take place. How the configuration is and will take place is still to be determined.

The only foreseeable challenge of doing this webpage module is learning and working with the web layer of Django page construction and piping or hosting.

The test criteria of this module is if a configuration to the data harvest engine succeeds in getting proper data. This test criteria is also subject to change as this criteria for the configuration changes.

## Module/Test Module - Trade module configuration page

This module is the second of two confirmed configuration pages.

It will be used to configure that trade execution engine.

How and what defines a trade execution profile is still to be determined.

The only current foreseeable challenge for this module is the trade execution engine module must be constructed in order to properly test this webpage module.

The test criteria for this web page module is not yet determined.

## Module - Email template configuration html notice

This module is simply a default set of email template html pages that will be used to create the emails notices.

Testing for this module is that the email generated need to look good enough to notice.

## Module/Test Module - Email alert notice generation

This module is responsible for sending an alert email when an important event happens for the data that was observed.

Exactly what event are to be looked for, and what defines an event is still to be determined.

The test criteria for this module is to be determined also when event definitions are determined.

## Module - Trade Execution Program/API

This module will be responsible for the actual trade execution of the project.

The details of what this module actually will be is the current challenge for this module because the language of MQL4 must be learned in order to do this module.

Another name for program like this are called “expert advisors”, I find that only comforting if I made it.

## Test Module - Trade Execution Program/API

The test criteria for this module is if under a certain trade configuration that a trade actually succeed to a paper trade otherwise known as a fake trading account.